**Exercise 2: E-commerce Platform Search Function**

### **Big O Notation:**

**Big O notation describes how an algorithm performs **as input size grows**. It focuses on the **upper bound (worst-case)** performance.**

**BEST,AVERAGE,WORST CASE :**

| **Algorithm** | **Best Case** | **Average Case** | **Worst Case** |  |
| --- | --- | --- | --- | --- |
| **Linear Search** | **O(1)** | **O(n)** | **O(n)** |  |
| **Binary Search** | **O(1)** | **O(log n)** | **O(log n)** |  |

**CODE:-**

**Program.cs:-**

**using System;**

**using System.Linq;**

**namespace ECommerceSearch**

**{**

**class Program**

**{**

**static void Main(string[] args)**

**{**

**Product[] products = new Product[]**

**{**

**new Product(1, "Laptop", "Electronics"),**

**new Product(2, "T-Shirt", "Apparel"),**

**new Product(3, "Smartphone", "Electronics"),**

**new Product(4, "Shoes", "Footwear"),**

**new Product(5, "Watch", "Accessories"),**

**};**

**// Linear Search (unsorted)**

**Console.WriteLine("Linear Search for 'Watch':");**

**var linearResult = SearchEngine.LinearSearch(products, "Watch");**

**Console.WriteLine(linearResult != null ? linearResult.ToString() : "Not found");**

**// Binary Search (sorted)**

**var sortedProducts = products.OrderBy(p => p.ProductName).ToArray();**

**Console.WriteLine("\nBinary Search for 'Watch':");**

**var binaryResult = SearchEngine.BinarySearch(sortedProducts, "Watch");**

**Console.WriteLine(binaryResult != null ? binaryResult.ToString() : "Not found");**

**Console.ReadLine();**

**}**

**}**

**}**

**CODE:-**

**SearchEngine.cs:-**

**using System;**

**namespace ECommerceSearch**

**{**

**public class SearchEngine**

**{**

**public static Product? LinearSearch(Product[] products, string name)**

**{**

**foreach (var product in products)**

**{**

**if (product.ProductName.Equals(name, StringComparison.OrdinalIgnoreCase))**

**{**

**return product;**

**}**

**}**

**return null;**

**}**

**public static Product? BinarySearch(Product[] products, string name)**

**{**

**int left = 0;**

**int right = products.Length - 1;**

**while (left <= right)**

**{**

**int mid = (left + right) / 2;**

**int compare = string.Compare(products[mid].ProductName, name, true);**

**if (compare == 0)**

**return products[mid];**

**else if (compare < 0)**

**left = mid + 1;**

**else**

**right = mid - 1;**

**}**

**return null;**

**}**

**}**

**}**

**CODE:-**

**Product.cs:-**

**namespace ECommerceSearch**

**{**

**public class Product**

**{**

**public int ProductId { get; set; }**

**public string ProductName { get; set; }**

**public string Category { get; set; }**

**public Product(int id, string name, string category)**

**{**

**ProductId = id;**

**ProductName = name;**

**Category = category;**

**}**

**public override string ToString()**

**{**

**return $"{ProductId} - {ProductName} ({Category})";**

**}**

**}**

**}**
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## Analysis:

## Time Complexity:

| **Search Method** | **Time Complexity** | **Sorted Data Required?** |
| --- | --- | --- |
| Linear Search | O(n) | No |
| Binary Search | O(log n) | Yes |

**WHICH ALGORITHM IS BETTER :**

* **Binary Search is faster, but only works on sorted data.**
* **For small datasets or unsorted arrays, linear search is easier.**
* **For large datasets, binary search is much faster and preferred.**

.

**Exercise 7: Financial Forecasting:-**

**Recursion is when a method calls **itself** to solve smaller instances of the same problem.**

**It simplifies problems like:**

* **Tree traversal**
* **Fibonacci series**
* **Forecasting based on repeated growth**

**Let’s assume:**

* **We have a base amount (e.g. ₹10,000)**
* **An annual growth rate (e.g. 10%)**
* **We want to forecast the value after N years**

**CODE:-**

**Program.cs:-**

**using System;**

**namespace FinancialTool**

**{**

**class Program**

**{**

**static void Main(string[] args)**

**{**

**double initialAmount = 10000; // ₹10,000**

**double annualGrowthRate = 0.10; // 10%**

**int years = 5;**

**double result = FinancialForecast.ForecastValue(initialAmount, annualGrowthRate, years);**

**Console.WriteLine($"Forecasted value after {years} years: Rs {result:F2}");**

**}**

**}**

**}**

**CODE:-**

**FinancialForecast.cs:-**

**namespace FinancialTool**

**{**

**public class FinancialForecast**

**{**

**public static double ForecastValue(double initialAmount, double growthRate, int years)**

**{**

**if (years == 0)**

**return initialAmount;**

**return ForecastValue(initialAmount, growthRate, years - 1) \* (1 + growthRate);**

**}**

**}**

**}**

**OUTPUT SCREENSHOT:-**

![](data:image/png;base64,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)

## **Time Complexity Analysis:-**

****Recursive Calls**: 1 call per year -> O(n) time**

****Space Complexity**: O(n) due to call stack**

## O**ptimization: Use Memoization**

**If the same years are calculated repeatedly, **memoization** avoids recomputing.**

**CODE FOR THE SAME:-**

**public static class OptimizedForecast**

**{**

**private static Dictionary<int, double> cache = new();**

**public static double ForecastValueMemo(double initialAmount, double growthRate, int years)**

**{**

**if (years == 0)**

**return initialAmount;**

**if (cache.ContainsKey(years))**

**return cache[years];**

**double result = ForecastValueMemo(initialAmount, growthRate, years - 1) \* (1 + growthRate);**

**cache[years] = result;**

**return result;**

**}**

**}**